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Abstract — Mobile application development services have 

reached a higher level with APIs. Developers create and develop 

applications for mobile devices, and they often rely on APIs for 

connectivity. An API is the functions and methods in a library 

that a programmer can call to ask it to do things for you; it's the 

interface to the library. A library is a set of classes that a 

programmer can use to solve a certain problem, but it doesn’t 

change your code at a structural or architectural level. The 

significance of libraries in the creation of mobile applications 

cannot be overstated. Others can use the programmer's library, 

created, and shared with the rest of the world, in their own 

projects as a result of his efforts. In this paper, the programmer 

uses Java Object-Oriented Programming to provide a way to 

share code across platforms and gives the possibility to develop 

native cross-platform mobile applications. The purpose of this 

work is to create a taxi service library for developers using both 

Android and iOS using Java programming with the help of 

Intel’s Multi-OS Engine Framework, Retrofit, and GSON 

utilities, which were also used in this project. In developing a 

Java open-source project, the common conclusion the 

programmer always ends up with is to share the produced 

outcomes with the developer community, which should be the 

least objective in the Java world. 
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I. INTRODUCTION 

Libraries are a great way to create modular code that can 

be easily shared. Libraries are created and distributed as 

packages. In Java applications, once such a library has been 

created, managing, and deploying it is very convenient. To 

share code across platforms using Java, write platform-

independent code and share it between Android and iOS with 

the Multi-OS Engine framework, proposed by MIGERAN 

and developed by Intel. The Multi-OS Engine is an open 

source cross-platform framework that enables the 

programmer to develop native mobile apps with only Java 

expertise, without sacrificing native look-and-feel 

performance. The programmer can reuse as much common 

Java code as feasible while also add platform-specific UI 

code for each platform [1]. 

Developing a library and sharing it with the world later on 

so that others can make use of it in their projects is a good 

idea. The programmer just needs to make sure to only use 

APIs that are available on both Android and iOS. The 

programmer must create an interface to access platform-
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specific functionality from the library and then create 

Android and iOS implementations of that interface in their 

projects, thereby speeding development [2], [3]. 

This research is mainly aimed at creating a taxi service 

library that other developers might use in their Android and 

iOS apps. Retrofit is responsible for handling responsive web 

services. This powerful library makes it relatively easy to 

fetch and upload JSON via a REST-based web service. 

Retrofit uses the OKHTTP for making HTTP requests. 

 

II. MULTI-OS ENGINE FRAMEWORK 

Multi-OS Engine Framework allows developers to use 

Java to create native mobile apps for Apple iOS and Android 

devices that have the same appearance, feel, and performance 

as native apps. The most intriguing aspect is that the 

developed programs are compiled to native code and make 

use of Java common code. It saves a lot of time for Android 

developers who wish to create an iOS app as well. Its runtime 

is based on Android's current ART, which is the runtime 

component that executes Java programs on Android. ART 

offers a range of characteristics that ensure that apps on iOS 

devices run at their best. These following components are 

included in a compiled Multi-OS Engine program (Fig. 1), 

such as NatJGen, which allows you to generate Java code. 

 

 
Fig. 1. Multi-OS Engine app components. 

 

III. JAVA OBJECT ORIENTED PROGRAMMING 

Every application in the Multi-OS Engine is written in 
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Java. Java is a general purpose language that derives much of 

its syntax from C and C++, but it has fewer low-level 

facilities than either of them. Java is the language of choice 

for creating Android apps. Java applications are typically 

compiled to bytecode that can run on any Java virtual 

machine (JVM), regardless of computer architecture. 

 

IV. ANDROID STUDIO IDE 

Android Studio is Google's official integrated development 

environment; as the name implies, its primary use is Android 

app development. It is based on Jet Brains' IntelliJ IDEA IDE. 

Even though it's designed for Android development, it's also 

a good fit for Multi-OS Engine because it's written in Java 

and built with the Gradle system. Furthermore, it allows 

Android developers to write both Android and iOS code in a 

single IDE. Only an additional MOE plugin is required to 

enable Multi-OS Engine. 

 

V. PROPOSED METHODOLOGY 

A. Overview 

Almost every mobile app nowadays connects to the 

internet to receive and send data. A programmer should learn 

how to use RESTful web services because their proper 

implementation is essential when developing modern apps. 

Retrofit is a Java REST client. Once such a library has been 

created, it is very easy to manage and deploy. However, to 

share code across platforms using Java, to write platform-

independent code and share it between Android and iOS with 

a Multi-OS Engine, Multi-OS Engine apps should have three 

modules. The views of each platform should be separately 

placed in two of these modules, and the third module is used 

for including the shared views of the platforms. Both views 

of Android and iOS do not have direct access to each other. 

Essentially, these views should include only methods that are 

in control of the UI, and minimizing these methods is highly 

recommended. To write clean code and produce a separate 

view, it is recommended to use the Model-View-Presenter 

architecture see Fig. 3. 

 

 
Fig. 2. The architecture of a Multi-OS Engine app. 

 

In Android Studio, an application begins as an Android 

project. The Multi-OS Engine configures the project to build 

and run as an iOS app on the iOS simulator, which can be 

accessed through Android Studio or a real device. Whenever 

an iOS app is launched, the ART VM is started, and the 

precompiled code is executed. It is completely integrated with 

Android Studio, is hosted on Mac OS or Windows, and 

contains all of the development tools required to create an 

iOS app; the development process is illustrated in Fig. 3. 

 

 
Fig. 3. Development process with multi-OS engine. 

 

To begin with, the Android code is simple; it simply 

obtains data and binds it to the UI. However, it truly requests 

data asynchronously from an API via common module 

methods and then displays it in the native UI. The second 

module contains all of the shared logic for the application. It 

is the main part of the project and contains all of the business 

logic. This is the code that communicates with the REST API. 

The final step in project setup is to create an iOS module that 

contains all of the iOS code written in Java as well as the 

entire Xcode project. The Android Studio Multi-OS Engine 

plugin is required to bind the resulting UI to the rest of the 

Java-coded app. However, the Multi-OS Engine and Java 

communicate with the platform in a similar native tools 

manner, the difference being only in the additional process of 

transferring source code to native one, and everything else is 

the same. That's why it's still required to have different code 

for handling UI see Fig. 4. 

 
Fig. 4. Multi-OS Engine interact with the platform. 

 

Furthermore, it is critical to understand that Multi-OS 

Engine and Java are not intended to replace existing native 

development tools, but rather to extend them and enable 

better code sharing and reuse. It is still necessary to use these 

tools to develop apps, and native development for both 

platforms is now available. These tools simply allow for 

faster prototyping, which results in improved app behavior. 

For example, if business logic changes, it is only changed 

once and is reflected in both apps. Because both platforms 

should behave similarly, testing becomes easier and faster. As 

a result, logical bugs will not be platform-specific, and 

finding and fixing them on one platform will be reflected on 

another. 

B. Proposed System 

The app is available on an Android or iOS-based mobile 

phone. 
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C. Workflow Diagram 

The programmer presents a simplified diagram of the state 

paths of an Android app. To request a ride for a passenger or 

to view a passenger’s trip history, the passenger needs to 

authenticate with Uber and authorize the app (have the rider 

sign in and authorize the app to access their Uber account) 

after authorization is completed. Users can make requests to 

the Uber web service. 

 

 
Fig. 5. Taxi service app interface. 

 

 
Fig. 6. Workflow Diagram. 

 

VI. CONCLUSION 

Getting data from a RESTful API using these tools feels 

like a breeze, and it gracefully handles many edge cases. 

Retrofit makes it easier to handle multiple simultaneous 

network requests, all with the safety of an advanced error 

handling technique. It also allows programmers to avoid 

boilerplate code. Java’s retrofit API call allows programmers 

to call APIs while writing very few lines of code. Once a 

programmer has implemented a package, he can publish it on 

the official package repository so that other developers can 

easily use it. The programmer can always come by and upload 

new versions of his package, but the old ones will remain 

available for users who are not yet due for an upgrade. 
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